09\_Literacy

# Loading Libraries

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)  
library(stringr)  
library(readr)  
library(here)

## here() starts at C:/Users/morul/School/3rd Year/BIN381/BIN381\_PROJECT/BIN381\_PROJECT

library(purrr)  
library(ggplot2)

# Load Dataset

lit\_df <- read\_csv(here("data","raw", "literacy\_national\_zaf.csv"))

## Rows: 21 Columns: 29  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (17): ISO3, DataId, Indicator, Value, Precision, DHS\_CountryCode, Countr...  
## dbl (8): IndicatorOrder, CharacteristicId, CharacteristicOrder, IsTotal, Is...  
## lgl (4): RegionId, CILow, CIHigh, LevelRank  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

# Disdplay Dataset content

head(lit\_df)

## # A tibble: 6 × 29  
## ISO3 DataId Indicator Value Precision DHS\_CountryCode CountryName SurveyYear  
## <chr> <chr> <chr> <chr> <chr> <chr> <chr> <chr>   
## 1 #coun… #meta… #indicat… #ind… #indicat… <NA> #country+n… #date+year  
## 2 ZAF 563770 Women wi… 11.8 1 ZA South Afri… 2016   
## 3 ZAF 563771 Women wh… 76.2 1 ZA South Afri… 2016   
## 4 ZAF 563772 Women wh… 8.2 1 ZA South Afri… 2016   
## 5 ZAF 563773 Women wh… 3.5 1 ZA South Afri… 2016   
## 6 ZAF 563769 Women fo… 0.1 1 ZA South Afri… 2016   
## # ℹ 21 more variables: SurveyId <chr>, IndicatorId <chr>, IndicatorOrder <dbl>,  
## # IndicatorType <chr>, CharacteristicId <dbl>, CharacteristicOrder <dbl>,  
## # CharacteristicCategory <chr>, CharacteristicLabel <chr>,  
## # ByVariableId <chr>, ByVariableLabel <chr>, IsTotal <dbl>,  
## # IsPreferred <dbl>, SDRID <chr>, RegionId <lgl>, SurveyYearLabel <dbl>,  
## # SurveyType <chr>, DenominatorWeighted <dbl>, DenominatorUnweighted <dbl>,  
## # CILow <lgl>, CIHigh <lgl>, LevelRank <lgl>

# Remove the first row(meta data)

lit\_df <- lit\_df[-1, ]

# dimensions

dim(lit\_df)

## [1] 20 29

# Inspect Duplicated rows

dup\_check <- lit\_df %>%  
 group\_by(Indicator, SurveyYear, CharacteristicId, Value) %>%  
 filter(n() > 1)  
  
dup\_check

## # A tibble: 0 × 29  
## # Groups: Indicator, SurveyYear, CharacteristicId, Value [0]  
## # ℹ 29 variables: ISO3 <chr>, DataId <chr>, Indicator <chr>, Value <chr>,  
## # Precision <chr>, DHS\_CountryCode <chr>, CountryName <chr>,  
## # SurveyYear <chr>, SurveyId <chr>, IndicatorId <chr>, IndicatorOrder <dbl>,  
## # IndicatorType <chr>, CharacteristicId <dbl>, CharacteristicOrder <dbl>,  
## # CharacteristicCategory <chr>, CharacteristicLabel <chr>,  
## # ByVariableId <chr>, ByVariableLabel <chr>, IsTotal <dbl>,  
## # IsPreferred <dbl>, SDRID <chr>, RegionId <lgl>, SurveyYearLabel <dbl>, …

# perc na values

data.frame(  
 Column = names(lit\_df),  
 Missing\_Percentage = paste0(round(colMeans(is.na(lit\_df)) \* 100, 2), "%")  
 )

## Column Missing\_Percentage  
## 1 ISO3 0%  
## 2 DataId 0%  
## 3 Indicator 0%  
## 4 Value 0%  
## 5 Precision 0%  
## 6 DHS\_CountryCode 0%  
## 7 CountryName 0%  
## 8 SurveyYear 0%  
## 9 SurveyId 0%  
## 10 IndicatorId 0%  
## 11 IndicatorOrder 0%  
## 12 IndicatorType 0%  
## 13 CharacteristicId 0%  
## 14 CharacteristicOrder 0%  
## 15 CharacteristicCategory 0%  
## 16 CharacteristicLabel 0%  
## 17 ByVariableId 0%  
## 18 ByVariableLabel 100%  
## 19 IsTotal 0%  
## 20 IsPreferred 0%  
## 21 SDRID 0%  
## 22 RegionId 100%  
## 23 SurveyYearLabel 0%  
## 24 SurveyType 0%  
## 25 DenominatorWeighted 10%  
## 26 DenominatorUnweighted 10%  
## 27 CILow 100%  
## 28 CIHigh 100%  
## 29 LevelRank 100%

data.frame(  
 Column = names(lit\_df),  
 Missing\_Data = paste0(colSums(is.na(lit\_df)))  
 )

## Column Missing\_Data  
## 1 ISO3 0  
## 2 DataId 0  
## 3 Indicator 0  
## 4 Value 0  
## 5 Precision 0  
## 6 DHS\_CountryCode 0  
## 7 CountryName 0  
## 8 SurveyYear 0  
## 9 SurveyId 0  
## 10 IndicatorId 0  
## 11 IndicatorOrder 0  
## 12 IndicatorType 0  
## 13 CharacteristicId 0  
## 14 CharacteristicOrder 0  
## 15 CharacteristicCategory 0  
## 16 CharacteristicLabel 0  
## 17 ByVariableId 0  
## 18 ByVariableLabel 20  
## 19 IsTotal 0  
## 20 IsPreferred 0  
## 21 SDRID 0  
## 22 RegionId 20  
## 23 SurveyYearLabel 0  
## 24 SurveyType 0  
## 25 DenominatorWeighted 2  
## 26 DenominatorUnweighted 2  
## 27 CILow 20  
## 28 CIHigh 20  
## 29 LevelRank 20

# check data types

data.frame(  
 Column = names(lit\_df),  
 paste0(sapply(lit\_df, typeof))  
)

## Column paste0.sapply.lit\_df..typeof..  
## 1 ISO3 character  
## 2 DataId character  
## 3 Indicator character  
## 4 Value character  
## 5 Precision character  
## 6 DHS\_CountryCode character  
## 7 CountryName character  
## 8 SurveyYear character  
## 9 SurveyId character  
## 10 IndicatorId character  
## 11 IndicatorOrder double  
## 12 IndicatorType character  
## 13 CharacteristicId double  
## 14 CharacteristicOrder double  
## 15 CharacteristicCategory character  
## 16 CharacteristicLabel character  
## 17 ByVariableId character  
## 18 ByVariableLabel character  
## 19 IsTotal double  
## 20 IsPreferred double  
## 21 SDRID character  
## 22 RegionId logical  
## 23 SurveyYearLabel double  
## 24 SurveyType character  
## 25 DenominatorWeighted double  
## 26 DenominatorUnweighted double  
## 27 CILow logical  
## 28 CIHigh logical  
## 29 LevelRank logical

#Convert Data Types

lit\_df <- lit\_df %>%  
 mutate(  
 Value = as.numeric(Value),  
 Precision = as.numeric(Precision),  
 SurveyYear = as.integer(SurveyYear),  
 IndicatorOrder = as.integer(IndicatorOrder),  
 CharacteristicId = as.integer(CharacteristicId),  
 CharacteristicOrder = as.integer(CharacteristicOrder),  
 IsTotal = as.logical(as.integer(IsTotal)),  
 IsPreferred = as.logical(as.integer(IsPreferred)),  
 SurveyYearLabel = as.integer(SurveyYearLabel),  
 DenominatorWeighted = as.numeric(DenominatorWeighted),  
 DenominatorUnweighted = as.numeric(DenominatorUnweighted),  
 )

# Summary table: column name, number of unique values, sample of unique values

library(purrr)  
n\_sample <- 3  
  
summary\_tbl <- lit\_df %>%  
 map\_df(~ tibble(  
 n\_unique = n\_distinct(.),  
 sample\_values = paste(head(unique(.), n\_sample), collapse = ", ")  
 ), .id = "column")  
  
  
summary\_tbl

## # A tibble: 29 × 3  
## column n\_unique sample\_values   
## <chr> <int> <chr>   
## 1 ISO3 1 ZAF   
## 2 DataId 20 563770, 563771, 563772   
## 3 Indicator 20 Women with secondary or higher education, Women who…  
## 4 Value 17 11.8, 76.2, 8.2   
## 5 Precision 2 1, 0   
## 6 DHS\_CountryCode 1 ZA   
## 7 CountryName 1 South Africa   
## 8 SurveyYear 1 2016   
## 9 SurveyId 1 ZA2016DHS   
## 10 IndicatorId 20 ED\_LITR\_W\_SCH, ED\_LITR\_W\_RDW, ED\_LITR\_W\_RDP   
## # ℹ 19 more rows

#Drop redundant columns

lit\_df <- lit\_df %>%  
   
 select(  
 -ISO3,   
 -DHS\_CountryCode,   
 -CountryName,   
 -SurveyId,  
 -ByVariableId,   
 -ByVariableLabel,   
 -IsTotal,  
 -RegionId,   
 -SurveyYearLabel,   
 -SurveyType,  
 -CharacteristicOrder  
 )

#Missing Value Handling

lit\_df <- lit\_df %>%  
 fill(DenominatorWeighted, DenominatorUnweighted, .direction = "downup")  
  
lit\_df[  
 c("DenominatorWeighted", "DenominatorUnweighted")]

## # A tibble: 20 × 2  
## DenominatorWeighted DenominatorUnweighted  
## <dbl> <dbl>  
## 1 8514 11805  
## 2 8514 11805  
## 3 8514 11805  
## 4 8514 11805  
## 5 8514 11805  
## 6 8514 11805  
## 7 8514 11805  
## 8 8514 11805  
## 9 8514 11805  
## 10 8514 11805  
## 11 3202 3179  
## 12 3202 3179  
## 13 3202 3179  
## 14 3202 3179  
## 15 3202 3179  
## 16 3202 3179  
## 17 3202 3179  
## 18 3202 3179  
## 19 3202 3179  
## 20 3202 3179

# 1. Scatterplot comparing weighted vs unweighted denominators  
if(all(c("DenominatorWeighted", "DenominatorUnweighted") %in% names(lit\_df))) {  
 scatter\_plot <- ggplot(lit\_df, aes(x = DenominatorWeighted, y = DenominatorUnweighted)) +  
 geom\_point(alpha = 0.6, color = "steelblue", size = 2) +  
 geom\_abline(intercept = 0, slope = 1, color = "red", linetype = "dashed") +  
 labs(title = "Comparison of Weighted vs Unweighted Denominators",  
 x = "Denominator Weighted",  
 y = "Denominator Unweighted",  
 subtitle = "Red line represents perfect equality (y = x)") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(hjust = 0.5))  
   
 print(scatter\_plot)  
}
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# 2. Boxplot for DenominatorWeighted  
if("DenominatorWeighted" %in% names(lit\_df)) {  
 boxplot\_weighted <- ggplot(lit\_df, aes(y = DenominatorWeighted)) +  
 geom\_boxplot(fill = "lightblue", outlier.color = "red", outlier.shape = 16) +  
 labs(title = "Distribution of Denominator Weighted Values",  
 y = "Denominator Weighted") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(hjust = 0.5))  
   
 print(boxplot\_weighted)  
}
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# 3. Boxplot for DenominatorUnweighted  
if("DenominatorUnweighted" %in% names(lit\_df)) {  
 boxplot\_unweighted <- ggplot(lit\_df, aes(y = DenominatorUnweighted)) +  
 geom\_boxplot(fill = "lightgreen", outlier.color = "red", outlier.shape = 16) +  
 labs(title = "Distribution of Denominator Unweighted Values",  
 y = "Denominator Unweighted") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(hjust = 0.5))  
   
 print(boxplot\_unweighted)  
}
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# 4. Distribution of literacy values by survey year (if available)  
if(all(c("Value", "SurveyYear") %in% names(lit\_df))) {  
 value\_distribution <- ggplot(lit\_df, aes(x = as.factor(SurveyYear), y = Value)) +  
 geom\_boxplot(fill = "orange", alpha = 0.7) +  
 labs(title = "Distribution of Literacy Values by Survey Year",  
 x = "Survey Year",  
 y = "Literacy Value") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(hjust = 0.5),  
 axis.text.x = element\_text(angle = 45, hjust = 1))  
   
 print(value\_distribution)  
}
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# 5. Histogram of literacy values  
if("Value" %in% names(lit\_df)) {  
 value\_histogram <- ggplot(lit\_df, aes(x = Value)) +  
 geom\_histogram(fill = "purple", alpha = 0.7, bins = 30) +  
 labs(title = "Distribution of Literacy Values",  
 x = "Literacy Value",  
 y = "Frequency") +  
 theme\_minimal() +  
 theme(plot.title = element\_text(hjust = 0.5))  
   
 print(value\_histogram)  
}

![](data:image/png;base64,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)

# Create a copy for comparison  
lit\_df\_original <- lit\_df  
numerical\_cols <- c("Value", "DenominatorWeighted", "DenominatorUnweighted")  
  
# Outlier treatment for each numerical column  
for(col in numerical\_cols) {  
 if(!all(is.na(lit\_df[[col]]))) {  
 # Calculate IQR bounds  
 q1 <- quantile(lit\_df[[col]], 0.25, na.rm = TRUE)  
 q3 <- quantile(lit\_df[[col]], 0.75, na.rm = TRUE)  
 iqr <- q3 - q1  
 lower\_bound <- q1 - 1.5 \* iqr  
 upper\_bound <- q3 + 1.5 \* iqr  
   
 # Method 1: Winsorization (cap outliers at bounds)  
 lit\_df <- lit\_df %>%  
 mutate(!!paste0(col, "\_winsorized") := case\_when(  
 .data[[col]] < lower\_bound ~ lower\_bound,  
 .data[[col]] > upper\_bound ~ upper\_bound,  
 TRUE ~ .data[[col]]  
 ))  
   
 # Method 2: Log transformation (for positive values only)  
 if(all(lit\_df[[col]] > 0, na.rm = TRUE)) {  
 lit\_df <- lit\_df %>%  
 mutate(!!paste0(col, "\_log") := log(.data[[col]] + 1)) # +1 to avoid log(0)  
 }  
 }  
}  
  
# Compare summary statistics before and after outlier treatment  
cat("Summary statistics before outlier treatment:\n")

## Summary statistics before outlier treatment:

summary(lit\_df\_original %>% select(all\_of(numerical\_cols)))

## Value DenominatorWeighted DenominatorUnweighted  
## Min. : 0.00 Min. :3202 Min. : 3179   
## 1st Qu.: 4.55 1st Qu.:3202 1st Qu.: 3179   
## Median : 42.10 Median :5858 Median : 7492   
## Mean : 1364.56 Mean :5858 Mean : 7492   
## 3rd Qu.: 100.00 3rd Qu.:8514 3rd Qu.:11805   
## Max. :11805.00 Max. :8514 Max. :11805

cat("\nSummary statistics after winsorization:\n")

##   
## Summary statistics after winsorization:

winsorized\_cols <- paste0(numerical\_cols, "\_winsorized")  
summary(lit\_df %>% select(all\_of(winsorized\_cols)))

## Value\_winsorized DenominatorWeighted\_winsorized  
## Min. : 0.00 Min. :3202   
## 1st Qu.: 4.55 1st Qu.:3202   
## Median : 42.10 Median :5858   
## Mean : 78.19 Mean :5858   
## 3rd Qu.:100.00 3rd Qu.:8514   
## Max. :243.18 Max. :8514   
## DenominatorUnweighted\_winsorized  
## Min. : 3179   
## 1st Qu.: 3179   
## Median : 7492   
## Mean : 7492   
## 3rd Qu.:11805   
## Max. :11805

# Visualize after winsorization  
if(length(winsorized\_cols) > 0) {  
 for(i in seq\_along(winsorized\_cols)) {  
 col <- winsorized\_cols[i]  
 orig\_col <- numerical\_cols[i]  
   
 if(!all(is.na(lit\_df[[col]]))) {  
 # Boxplot after treatment  
 p\_box\_after <- ggplot(lit\_df, aes(y = .data[[col]])) +  
 geom\_boxplot(fill = "orange", outlier.color = "red", outlier.shape = 16) +  
 labs(title = paste("Boxplot of", orig\_col, "(After Winsorization)"),  
 y = paste(orig\_col, "(winsorized)")) +  
 theme\_minimal()  
   
  
   
 print(p\_box\_after)  
   
 }  
 }  
}
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#save cleaned data

write\_csv(lit\_df, here("data","processed", "literacy\_cleaned.csv"))